German Tanks

Oliver d’Pug

## Simulate a Number of Battles

The function **tanks** simulates **n\_reps** battles with **n\_obs** serial numbers recorded for each battle. The argument **n\_tanks** is the number of tanks that the Germans had. The argument **fixedest** is the expert’s best guess.

tanks <- function (n\_tanks = 84, n\_obs = 5, n\_reps = 100, fixedest = 87)   
{  
 temp <- as.matrix(rep(n\_tanks, n\_reps))  
 temp <- apply(temp, 1, sample, size = n\_obs)  
 temp <- t(apply(temp, 2, tanks.ests, fixedest))  
 temp  
}

## Compute Estimates

The function **tank.ests** runs on a sample of observed serial numbers. Each of the vector values is the result of a student supplied estimator. These need to be changed to reflect the class’ ideas.

tanks.ests <- function (x = stop("Argument 'x' is missing"), fixedest = 125)   
{  
 n <- length(x)  
 nodd <- n %% 2 == 1  
 ests <- rep(NA, 16)  
 xbar <- mean(x)  
 xmedian <- median(x)  
 xn <- max(x)  
 xvar <- var(x)  
 xstddev <- sqrt(xvar)  
 x1 <- min(x)  
 rng <- c(-1,1)%\*%range(x)  
 xsum <- sum(x)  
 xnm1 <- sort(x)[n-1]  
   
 ests[1] <- 2 \* xbar  
 ests[2] <- 2 \* xmedian  
 ests[3] <- xbar + xmedian  
 ests[4] <- sum(x[c(n-1,n)])  
 ests[5] <- nodd \* (xmedian + x[(n+1)/2 + 1]) + !nodd \* (xmedian + x[n/2 + 1])  
 ests[6] <- xn + xmedian  
 ests[7] <- xbar + 2\*xstddev  
 #  
 y = sort(x)  
 z = c(NA,y[-n])  
 ests[8] <- xn + mean(y-z, na.rm = TRUE)  
 z = c(0,y[-n])  
 ests[9] <- xn + mean(y-z)  
 z = c(1,y[-n])  
 ests[10] <- xn + mean(y-z)  
 ests[11] <- (3\*xn - x1)/2  
 ests[12] <- (5\*xn - xbar)/3  
 ests[13] <- 3\*xmedian + rng  
 ests[14] <- xn  
 ests[15] <- xn \* ((n+1)/n) - 1  
 ests[16] <- fixedest   
 names(ests) <- c("2\*xbar", "2\*m", "xbar + m", "x[n]+x[n-1]", "m + next biggest",   
 "x[n] + m", "xbar + 2s", "x[n]+mean(x -lag(x))", "x[n]+mean(x -lag(x) w/ 0)",   
 "x[n]+mean(x -lag(x) w/ 1)", "(3x[n]-x[1])/2", "(5\*x[n]-xbar)/3", "3m + range(x)",   
 "x[n]", "UMVUE", fixedest)  
 ests   
   
 #ests[1] <- xn  
 #ests[2] <- 2 \* xbar  
 #ests[3] <- xn + x1  
 #ests[4] <- xn + rng/2  
 #ests[5] <- xbar + xstddev  
 #ests[6] <- 2 \* xmedian  
 #ests[7] <- xn + xnm1  
 #ests[8] <- 2\*xn - x1  
 #ests[9] <- xsum  
 #ests[10] <- xn \* ((n+1)/n) - 1  
 #ests[11] <- fixedest  
 #names(ests) <- c("x[n]","2\*xbar", "x[n]+x[1]", "x[n]+R/2", "xbar+s", "2\*m",   
 # "x[n]+x[n-1]","2x[n]-x[1]","sum(x)", "UMVUE",fixedest)  
 #ests  
}

## Compute Descriptive Statistics

The function **tanks.descriptives** computes descriptive statistics for each of the estimators in **tanks.ests**.

tanks.descriptives <- function (n = 84, obs = 5, reps = 100, fixedest = 87)   
{  
 temp <- tanks(n, obs, reps, fixedest)  
 means <- apply(temp, 2, mean)  
 stddevs <- sqrt(apply(temp, 2, var))  
 medians <- apply(temp, 2, median)  
 bias <- means - n  
 mse <- bias^2 + stddevs^2  
 t(cbind(means, stddevs, medians, bias, mse))  
}

## Plot Estimates

The individual estimates computed for the samples from each battle can be plotted. This allows us to compare location and dispersion statistics — center and spread. **tanks.plots2** is intended to be an “improved” version of **tanks.plots**. Both plots use traditional **lattice** boxplots and there is a ggplot plot as well.

### Load the lattice package  
p\_load(lattice)  
  
tanks.plots <- function (n = 84, obs = 5, reps = 100, fixedest = 87)   
{  
 temp <- tanks(n, obs, reps, fixedest)  
 tanknames <- attributes(temp)$dimnames[[2]]  
 dims <- dim(temp)  
 temp <- as.vector(t(temp))  
 temp <- cbind(temp, rep(1:dims[2], dims[1]))  
 bwplot(factor(temp[, 2], labels = tanknames) ~   
 temp[, 1], xlab = "Number of Tanks",   
 ylab = "Estimator")  
}  
  
tanks.plots2 <- function (n = 84, obs = 5, reps = 100, fixedest = 87)   
{  
 temp <- tanks(n, obs, reps, fixedest)  
 tanknames <- attributes(temp)$dimnames[[2]]  
 dims <- dim(temp)  
 temp <- as.vector(t(temp))  
 temp <- cbind(temp, rep(1:dims[2], dims[1]))  
 bwplot(factor(temp[, 2], labels = tanknames) ~   
 temp[, 1], xlab = "Number of Tanks",   
 ylab = "Estimator", panel = function (x ,   
 y , vref = n, ... )   
 {  
 panel.bwplot(x, y)  
 panel.abline(v = vref, lty = 2)  
 }, vref = n)  
}  
  
p\_load(ggplot2)  
p\_load(tidyverse)  
tanks.plots3 <- function (n = 84, obs = 5, reps = 100, fixedest = 87)   
{  
 temp <- tanks(n, obs, reps, fixedest)  
 tanknames <- attributes(temp)$dimnames[[2]]  
 dims <- dim(temp)  
 temp <- as.vector(t(temp))  
 temp <- cbind(temp, rep(1:dims[2], dims[1]))  
 temp <- as\_tibble(temp)  
 names(temp) <- c("Estimate", "Estimator")  
 temp$Estimator <- factor(temp$Estimator)  
 ggplot(temp, aes(x=Estimator, y=Estimate)) +  
 geom\_boxplot(alpha=0.7) +  
 stat\_summary(fun=mean, geom="point", shape=20, size=5, color="red", fill="red") +  
 theme(legend.position="none") +  
 scale\_fill\_brewer(palette="Set1") +  
 geom\_hline(yintercept = n, alpha = 0.5, color = "blue", lty = 1) +  
 coord\_flip()  
}  
  
tanks.plots4 <- function (n = 84, obs = 5, reps = 100, fixedest = 87)   
{  
 temp <- tanks(n, obs, reps, fixedest)  
 temp <- melt(temp)  
 names(temp) <- c("RowID","Estimator","Estimate")  
 ggplot(temp, aes(x=Estimator, y=Estimate)) +  
 geom\_boxplot(alpha=0.7) +  
 stat\_summary(fun=mean, geom="point", shape=20, size=5, color="red", fill="red") +  
 theme(legend.position="none") +  
 scale\_fill\_brewer(palette="Set1") +  
 geom\_hline(yintercept = n, alpha = 0.5, color = "blue", lty = 1) +  
 coord\_flip()  
}

## Compare our Estimators

The class’ estimators can be compared using the functions defined above.

### Compute descriptive stats  
 tanks.descriptives(n = 47, obs = 5, reps = 10000, fixedest = 50)

2\*xbar 2\*m xbar + m x[n]+x[n-1] m + next biggest x[n] + m  
means 47.88520 47.87300 47.87910 47.65990 47.82310 63.85250  
stddevs 11.61528 17.02381 13.89358 18.96896 18.50423 12.77533  
medians 48.00000 48.00000 47.80000 48.00000 48.00000 65.00000  
bias 0.88520 0.87300 0.87910 0.65990 0.82310 16.85250  
mse 135.69839 290.57218 193.80443 360.25688 343.08414 447.21582  
 xbar + 2s x[n]+mean(x -lag(x)) x[n]+mean(x -lag(x) w/ 0)  
means 50.417969 47.898825 47.899200  
stddevs 9.190688 7.856860 7.699107  
medians 51.438429 49.750000 50.400000  
bias 3.417969 0.898825 0.899200  
mse 96.151254 62.538142 60.084808  
 x[n]+mean(x -lag(x) w/ 1) (3x[n]-x[1])/2 (5\*x[n]-xbar)/3 3m + range(x)  
means 47.699200 55.881650 58.54580 103.74080  
stddevs 7.699107 9.506414 9.52518 26.86245  
medians 50.200000 57.500000 60.93333 104.00000  
bias 0.699200 8.881650 11.54580 56.74080  
mse 59.765128 169.255612 224.03454 3941.10936  
 x[n] UMVUE 50  
means 39.916000 46.899200 50  
stddevs 6.415922 7.699107 0  
medians 42.000000 49.400000 50  
bias -7.084000 -0.100800 3  
mse 91.347116 59.286408 9

### Plot the estimates from each of the estimators  
 tanks.plots(n = 47, obs = 5, reps = 10000, fixedest = 50)
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### Plot the estimates from each of the estimators  
 tanks.plots2(n = 47, obs = 5, reps = 10000, fixedest = 50)
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### Plot the estimates from each of the estimators  
 tanks.plots4(n = 47, obs = 5, reps = 10000, fixedest = 50)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAABIFBMVEUAAAAAADoAAGYAOpAAZrYZGZkzMzM0NDQ1NTU4ODg5OTk6AAA6ADo6AGY6kNtERERGRkZNTU1NTW5NTY5Nbo5NbqtNjo5NjqtNjshmAABmtv9ra2tuTU1uTW5uTY5ubo5ubqtujqtujshuq+RxcXF1dfV8fPx/AIB/f/+OTU2OTW6OTY6Obk2Obm6Ojm6Ojo6OjsiOq6uOyP+QOgCQtpCQ27aQ2/+rbk2rbm6rbo6rjk2rjqurq46ryKur5P+2ZgC22/+2///Ijk3Ijm7IyI7I5KvI/8jI/+TI///bkDrb///kq27kq47kyI7k5Kvk/8jk/+Tk///r6+v5+fn/AAD/tmb/yI7/25D/27b/29v/5Kv//7b//8j//9v//+T///98MuQTAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAX9klEQVR4nO2djX/URnrHTQ6MA3es10BrMBB6+ML5wpV2aePQJqbZNImJey8Oi2mNsf7//6LzKo2k0dvqGemx5vf7JBhLw+zq+e5I8/LbZzYSaNLaGPsNQGEFwBMXAE9cADxxAfDEBcAT15UA/KtV9rd6tSj3B+L6uJWzsQNgovq4lbOxA2Ci+riVs7EDYKL6uJWzsYsa8OYmXX3cytnYATBRfdzK2dgBMFF93MrZ2MUMeCVEVh+3cjZ2EQNerVoTZgSubTkbO3aAT+bz+d3j5OJgfv/UHgsRmD+sVu0JMwLXtpyNHTvAy4X88/JwkZzs2mMhAvN81YEwI3Bty9nYcQN8+c2R/HHx1XFy/uTYHAwRGAAeR+LWPJ8vkvOnp8nFnyTrTaEQL5QBDlE7H3EDfP74SLbis/sWsFSITz5a8IhaLrIWLBUiMOhkjajlIvwzGMOkcSTvzZevjy8PnwXuRWOiYySJcfDOUTLAOPhXTFWyUYjAADAjhQgMADNSiMBgwZ+RQgQGgBkpRGAAmJFCBAaAGSlEYACYkYgDI9cvNm9spupbH8tyNnZRAn4n9OW7d5ubifwbAI8u4sAAMDcRB0YCXj1frQCYi4gDIwCvJOAVAIeRXgcUf54/kgtGy7s/H0oj1vnTv2Yn5nO96BAG8EoDXgFwYMCP/+k0ufjzk+OTZ+LAybPsRLoUrFR9IbPZZo0qwrG5soBXABxCDsd/PkrOX4q/PD2VRp3OgGd7mze7EwbgwHI4/vci+Z/vnhxLL6WA7ANca7rb3q8HXKEMcOMrXHmNDPjH31++/lH8Ku7R4r/z/DM4XfGv/KSiBVeWYwL45//827/IX8+f/l024oGewehkhZW2S+pb8g/fqq6VaMepjzK9V6ciDgyGSaG13JVfTlG35LMd3bU6efksf8ItTxwYTHQE11I8YZ/Zm7GiKQ3vzgn1DJ4vwgHGVCUnEQcGgLmJODCqA3ajqSvWvj6W5WzsYgSshAV/RgoRGABmpBCBAWBGChEYAGYkigsuznEBMCNRXLAaG8mhkRkZATAjUVwwADMWxQWrCWg5PQnA/ERxwWoJSRIG4HF1ZpeBLw9J56I3bU4OAB5XZ2niBpMTLakGXL0aXL7gNKnOCoDH0lLm5RCAz5/+h1pJagI82+uw1g/A4+viq5++OpaAHz1TyVgU4BrH1PZ+nZ2joAywrvSPA17YmOIEODmZP5O3aOXhEf+jBU+sBatV/w6AOz2D0clioOXL3U6Au1wwhknjS1krwwHGRMfIkjmiz+7/JRxgTFVyUJdxcJcLBmAmCjaTBcB8RXHBxU42ADNSiMAAMCOFCAwAM1KIwAAwI4UIDAAzUojA9ALcYZHDO48KwHlRXHBR/QC/8ytxhmKVAuCSKC64KABmJIoLLiocYLtkBcCtRXHBRQUDnC1KThXw2VxuH7q+VNIslcnBHqG44KJCAXaXnacJWK4DZVserfHvLVgDOukEeDabif+3Z1tbs/qCgQDnjCPTBKwgydRX387nz85URgYpuZeZOvXFi7sqTdIiNdddHMzv/flI/pAtf7nQ7rv0X3QBPNvb29va27t1czb7vJ4wAPeRwHN5KN1zu2k+lRTwo4XKpqOyYRlznfixc+RgVe67pNF059H2/v7+1v7+rZvb27fqB6M36k83qPIN5Lx9fvV64c7vKQTg80c7agtR9b9OjXSmkqrIxuwANwv7EqkoKQvKg/IOfTLXyStNhe0/0WjB6aGAgFUmrDxgpwUrwMu5uB0bwCZRpdo5eEdtLGty7qwBePRncASdLKXlog7wxcHC5rNzWrAuoFqwdN+tB7h1OQyT1pXZ27kI2MoarkQjTb1X6TNY/Fu1saxKbEhr2SkKEx1rS+8fWgdYFrn3YmEBi5vzP36jetE7Cqt2352u04tuXw5TlYPKyV3YbxzcuhwAD6bLQyd7f3I1ZrL6iPY6qsrZ2DEA3CyKCy4KC/6MFCIwAMxIIQIDwIwUIjAAzEghAuMAruoKdaqPWzkbOwDODXrSEQ4AD6kQgQFgRgoRmBJgNcMIwKMoRGCKgM33/wG4jeQ2V/O59GdcvjZTkL5vhSbOeoKVmr+6/OYoZ+wKEZgCYLvKB8AtJCFpcif3Xr7QCH3f6/YBVhOVeh/SzNjVdMH122OVO8VSecCldXoArpGgJteRpOTKvT+/mTboLF+qQ8ajJe1acg1JfxqyBYiGC65Lp1RJGIDXlnJVHahtj5S5ypvfzPiulvflLmepR2uhPx6m+SvMEk7DC3ZKiGblerI8VqpcWfoYDacAgOUdWrZc24or8psp39UybdHGoyXv0eofKmOXUcMnGi142BZ8ZncNtQ/YUn6z5Xy+q31XPxjjRurRUvtE64XCzCrQdMH9n8HoZHVQupBrAfvzmynflXxcHy4cj5YEbDtkQ1l2MEzqJtVNEq3YDpH8+c2072q5m7rvHpsNwEUDX1hj14CAMdHRXpLgSerS8Oc3M74r0YuWxTKPlvh4/PzNkfvvhwKMqcrWcsw2qSrGwWVlTqxMIQIDwD3kgVQxk1WS78MBwGuUs7HDXLR/PbhzfdzK2dgBMFF93MrZ2AEwUX3cytnYATBRfdzK2dgBMFF93MrZ2EUOuOW8JiNwbcvZ2MUO2DNCegfAQytEYACYkUIEJgc4t84AwIMrRGBcwPmVQgDuoJNnbl40/3ylPiozL4mj1nSnTTzDAC6m1QDg1hK43Lxo/hUHdfTM5sjSpru/SRPP43bLhbPZ1laHlX6jDHCDm6NnoMcqNwxgg1FArnHeScDLne+eaMDadKegt1vwn+19XsO3kjAAE8hm2VD5zSqdd46H0li0zEm14C8Z1b7I9v6tWsAVMqa7pNZwFyguQyooYL32p+1z1c67AmBjuhPP6XY5OtCCx2vB1n53YZ6ofuddCbD6XFwcZIvK9Rfc9xmMTtbacu131c67EmB5QHukWwFeLzAYJhHI2u9EC65x3pWeweLPHF9MdKxRbhDAmf2uznn3lxxgbbo7UclLw9tmMVXZTwWHVc04OD06rOkOgHsqj6tuJsscHdh017Jfxghc23I2dpHPRdPVx62cjR0AE9XHrZyNHQAT1cetnI0dABPVx62cjV2UgJ256NrZLurXHbKcjV2cgMVY6MtsaATAY4s6MADMTNSBkVifZ18HBuCxRR0YmZTjeTb/HDPgtt/6zCs/f+Xsx1AoUJq2SrMvyRnrcCn9N9+tNOAVALf93naOaJ5bGbBn343cCW3QarUpR1P+FW88NlcW8CpiwD4XlfLguNtOmg0l85tNpttLZoCNSdJsQ5nff1KuKamF//un+vNkDFptttWZ7W3e7E44VsCfXj10fvO5qAyQbNtJwym32aSzvaQFbAqYLbCK+0+q1JZqHSlNvGTSsSRNnqzt/SbAXmWAk8aXuOJyAX984AIuu6jMDpPOlldmQ0lZOtts0tleUsncoi++spvYFfefFL//8O2uOJGmTrMJlUwN1Z9UtOCqcj7Aydvf/OL8VnJRpbfoDLDeUDK/2aSzvaQ8vquX8lUBvQ1lcf9J2Zp/fPKT2Xm0E+A1n8GRdrI+PthQ+ux79avHRVUCbFpvbrNJZ3tJS8sUcFuwu//k8l9/Lx7su1mXrj3gtQKDYZIKstdFleQAmw0l85tNOttLWlqmgPMMzu0/eTbXT+H0JZxncCDAmOjwu6iKgM2GkvnNJtPtJTNauoDdhrK4/6R6GNw9vnQ/E+160esFJt6pyrfyDn3HOUAxDi6cdOcwfAasVOE2p4wW8Fv59P34wCFMMZOVKd2Gsmomy1XQmaw4AZth0nvTyeIj6sDI7vWNhp52l/o4lrOxixKwVJSOjvItmodCBCZKwOVOFg+FCEycgJkqRGBiBBzNM7jQyWruZjEC17acjV2cgPPDpOZxEiNwbcvZ2GWA325YXR+FYo2oAxMn4NJyIR9RB6YwFx0NYLaiDkxhNSkewB9uu8uFUqOY7i4O5KsOZ7qLBvCnV3c+vXqYu1GPYbqTK03S0EVguquIR8HREQ1gifbNneS99nWMZrpTy8VPjklMd/54xAz47XU7TBrNdCebsUqCNpTpbtKuu9wz+I2ia51ZY5nu0m3tCEx3/g98rC1YPoSTNxvXvjZgRjLdpS24v+muIh6xdrIKGst0Z5/Bg5nuIgU8mulOJqk8aZ9tdo3ARDvR4Y6DRzTd6XHwcKa7aAB/elWahY7CdBcNYM9c9ERNd5tx5ujIf/mMkUIEJsYFf4YrwVohAhMl4PJiAw+FCEyMgOU8B0uFCEyMgGNZ8N8sdrJi6UXH0slSY6MvnRTRsQBOPvyO29NXizgw0QIufAGcj4gDo7A+d7ZpiAUwWxEHRm2W9NzZaAWAywpv1go3kyUXk8xyYUSARRe6yy16ALNWf09WRTjkcnCcC/7tNJRZq50nax1DR6yAW351ZTCzVitP1jqWrMTjyap9mSusdb6bNJRZq5UnCy3YX64MuP13k4Yya/X2ZFWEI85OVtJ+qnIos1YoTxaGSQ0NeCizVihPVrwTHXqo1PAIHsysFcyTFe1UpTS+v/3s+7dtvh88gFkrmCcrWsCiAUvfXStfR3izVtCZrGgByxxK/Iw7xIFRPew4TXd33l/7Wt6omSlEYGJ0dEhP1vXkTS4rOAuFCEyUgLkqRGAAmJFCBCY6wGoaS/WvJt/J+lX2s260nNekfd3hytnYxQpYfzcpSUdK9UMlRuDalrOxA2AAHl/0gdGAnfUGAB5T9IFRgJ0VYQCmU8PUtfHw5EQfGAl4tVq1XRNmBK5tORs7boCVh+fxUf5g3YXUrfhXR0QAXq1yhCMAnDo6QgHWPq3lS9VEjR3vixd3rW9HlTkzyTnO5vO7qeey5kJmezdrTDuVEYkQ8ADSfrql8gGkdryFPZdZaI0jRLsvG9xw2/t1gKuV/DEDnNjXqSx8hTXoTJby02VeDWPHS+Tio3Lt6VIyy47Kk5Wq5pOKFlxRzsZuUMDq4fqDNeRYO55S1oIvDlT2u0d6gbgJ8PrP4Ng6WUNI+ekE3MvDhWPHywNOb9qZtQfDpDXK2ZgPCVj76Za7jtuu9O0Vw1fCDQ44romO8DJ+OtGLztvxcjpRT+OFvoHbg/SBiXCqkrPoAwPArEQfmPJyYb/6+JWzsYsUcIQL/pwVIjAAzEghAgPAjBQiMADMSCECUwBcNxXNClzbcjZ2AKxlR0t6yJT/jRW4tuVs7ABYC4DHVIjAVAN2JqgBeBiFCEwl4NwSBACvrS7fPw0RmCrA+UVEAF5bXb5B3nzBclF4Ntvakp3erVYzkBWACzYAAF5HvkxqSbYk7OZT02q84Jna4O7mlneM4xcAh5Mvk1riAHbyqbXcOHK7GnCViosNpqaCUytJ6t1abd7cuBrlFl3KpJa4tiw3l4tW4ycaLbh8aEzAnkxqiXuL7gyY7hmMThaFPJnUkn6AuwcGw6RwqsykpjUyYEx09FV1JjVzfmTAmKokEe04uHtgADiwuM5kAfAIChGY9uvBtK87VDkbOwAmqo9bORs7ACaqj1s5GzsAJqqPWzkbOwAmqo9bORu7CAC3W2yondxkBK5tORu7GAC/8+lLORZKyscBeAT1u2AAZq9+F+wHLDflAGAm6nfBXsB6Wx0Appb5wreeffbsPuopm4QAnN8YC4DJlAPcrmwSAPAqv7UdANer6JKzK/fWVKd3IpVWu3/Qe5KaZGiSoNl2NPshz6ssaObvALxeOVLAOZecA9ia6syOsT+lebF0MrRs21Hnh9lb9qTOdFfngfOo/I5X+d1He9Qdhekuv0KfuefsjnZmJ1JptXNu0ctFtmmh/aFLmpV+3KLZtOCCBSNtwQaw2YlUWu0MNJ0MzexXaXallIBtSZUFDZ2sqwLY/CqtdlkLvjz0tOAsYaXZ2TIUYAyT+gC2Sj1XeidSabWzgNNkaKVnsChpsqAFBYyJDkLAaidSbbX7+6HtRZt7sNl2NPuR7iot2niwXvQ7TFUOKNNSa6Y9+l0wAI8os+1ouvuoX/0u2D+6qVoupA70WOVs7Bi04GaFCAwW/BkpRGAAmJFCBAaAGSlEYACYkfpecJdOFnrRI6jvBfsGShgmMVLfCwZg5up7wT7AmKpkpL4X7FswxGJDAFV+ZTQ9YXX+5Ngp0/eCy4CxXBhElV/6dk7o35VbZxkMMBb8yeVLfqaWf4snVOGd754AcL9yQwP2JT9TgIsntM5TwGXbUwe/lFXx3VB6spibsga7RZeSn1nvVuGE1jlacM9ygwP2JD/TDp38ieV8vhseMDpZ9PIkP9OACyfMxyEwYAyTqFWZ/Kx4YiDAmOigVWXys9KJoQBjqjKAWo+DC2X6XjAAD6T2M1n5Mn0vGICZq+8F+0avMN0xUojAwNHBSCECA8CMFCIwAMxIIQIDwIxEE5jGTlbH+niXs7GLCXDDMAmARxNNYACYrWgCkwdcnosG4NFEE5gcYM9qEgCTqVWaLEc0gXEB+9aDAZhMowP2OjoAmEA6EZbOgyaT6Ygf51+80Kkaeuw+2iowADyAlMXO5EGTKT1kKpZHC3uu4+6j67vjvKa7dSvjraFv0dJiZ/KgyV8v0uR3vXYfbfXJRwseQtJiZ/KgmWw6qY0j9OaU6GQNIWmxM3nQLg4WNlvW4IAxTAokZbFz8qCJBl1KnzQIYEx0BJG22J3qPGjieTy/92IxEmBMVTISTWAAmK1oAtO0XNi1Pt7lbOwiApwXFvwZKURgAJiRQgQGgBkpRGAAmJEILrjUpfIb39sHkHs5G7toAL8rqDxMqhkpMQLXtpyNHQAD8PgiuOASYO/3gwF4HBFccBGw/xv+ABxM2t2RXL72bdxAcMEFwBU5OgA4lJS74/HRyb2XLzx+LYIL3izw9WfZAeBQUl/xXy6UHyCIJwuAx5doxcqy1cqT1c1AVayjKhFar0p5ig/gy0PTYoOsB6MFj62LA3tHHgAwOlmDKzXPDgMYw6SB5fAdBjAmOobViXJFa8jDAMZUJSMRXDAAcxbBBQMwZxFccGkI610P7hBA7uVs7GIBXBIcHYwUIjAAzEghAgPAjBQiMADMSGSBqelkrVUf43I2dpEBrhwmAfCYIgsMAPMUWWAcwIW5aAAeU2SByQAXV5MAOIBKRruq/FlkgUkBl9aDAZheZaNdd8BbW95ecBPgsqOjJeCZfb1Z20CPVc7GbkTArtGuLkFaDeCtNOB5wqEAzz43r3fzppcwABdljXbVCdJqvW1b2xngLi65sumu3T/fvpUC3g4bGDKNCzg12lUnSJOq/KSiBVeWs7EbFXBmtKtLkBbgGbx2JwvP4C5yjVg1CdIwTFqnnI3diIBdvvUJ0sgCg4mOIeUY7RoSpJEFBlOVPEUWGADmKbLAOCOewnLhevUxLmdjFxdgR1jwZ6QQgQFgRgoRGABmpBCBAWCOov7GdQT1AfDE6wPgidcHwBOv72oBhjoLgCcuAJ64AHjiAuCJ6woBvjiY3z+lqkwuRt89pqpTrV2buiiqVPXRvMWrA1iaAk52qWpbpkYDgjrPJAhTF0WVqj6it3h1AMu9K0vb4K0rmaaJrM7lzneiDlMXQZW6PqK3eHUAnz89dVJn9ZS47ylzPVGdykam6yKpUtZH9BavDuCz+4SAddriI6o6JRBTF0mVxndI8RavDmDSFqy0XHBuwURv8eoAJn0GKy0XVHWekz6Dc4DjeQbLr7mQ9aLlje/y9TFVnZKAqYukSnvLJ3iLVwcw+ThYWrCZj4MJ3uIVAgytIwCeuAB44gLgiQuAJy4AnrgAuEmfXm0offZ9euh//yv58Nuv/cXFOVYC4CZ9enWncKQSbsO5UQTATQLgicsB/OG2uFU/lH/eESA//Pbf1N/EHw/NOfXLHXVXd+7oowqAm5QBVq3zw+2H8qcEfPs3vyRvN+Qfn33/8YGALH7Kc59eXRd/F8c5CICbZDtZd5IPv9OtMgWsGu5DdeD/ftEn5Ln3svUq4gwEwE1ybtFvNjZE20wBqwad/vFefAiuqYNv7SeCgwC4SblO1scHG/o2XAT88cG19CCXu7MSADep0IsWt14f4PcS6nvdgsWPsd5sWQDcpAyweraq1vqwDFg24NvX1LlPrwRtLpQBuEm2kyWA6cesfBZfLz2DxfP52r8LuuKc+idM+ALw1AXAExcAT1wAPHEB8MQFwBMXAE9cADxxAfDEBcAT1/8DMoV1rVb7YzgAAAAASUVORK5CYII=)

Note that is UMVUE for when the are i.i.d. DU(1,).